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1. Introduction

What is a multifractal information system? There many distinct definitions. For example, the
following one — “a multifractal is a scale-free (scale invariant) system, for which the statistical
properties of small regions are the same as for the whole system: they are self-similar” [1].
The difference between a fractal and a multifractal is that while the first is characterized by a
single component, the second requires a collection of scaling exponents (multiscaling) to be
defined completely.

Another definition is that a fractal is a modular and executable component model that can
be used with various programming languages to design, implement, deploy and reconfigure
various systems and applications, from operating systems to middleware and to graphical user
interfaces [2]. According to that the fractal component model heavily uses the separation of
concerns design principle.
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Multifractals are composed by a hierarchy of multiple fractal sets, each one with its own
dimension and transforming differently under changes in scale. Therefore, to completely
characterize multifractal systems the collection of all dimensions is needed [1].

The main properties of fractal-based systems: self-similarity, self-organization, goal-
orientation, dynamics, and vitality [3]. In accordance with [4]:

e Self-similarity means that fractals can make the same outputs with the same inputs

regardless of their internal structure;

e Self-organization means that fractals are able to apply suitable methods for controlling
process and workflows, and optimizing the composition of fractals in the system;

e Goal-orientation means that fractals perform a goal-formation process to generate their
own goal by coordinating processes with the participating fractals and by modifying
goals if necessary;

e Dynamics and vitality means that cooperation and coordination between self-
organizing fractals are characterized by dynamics and an ability to adapt to the
dynamically changing environment.

Multifractal nature of the information systems can be found in different domains, e.g.,
product lines, supply chains, enterprise architecture and so on. In many cases, multifractal
information systems are implemented on different platforms and communication between
fractals in such system depends on those platforms. For example, fractals can be used for
building dynamically reconfigurable distributed systems that depends on variety of operating
systems and middleware. However, this problem can be solved by using OMG Model Driven
Architechture (MDA) principles [5].

2. Fractal Properties Reflection by MDA Models

The main purpose of MDA is separation of viewpoints in specifications and strengthening the
analysis and design role in the project development. MDA authors foresee three specification
viewpoints and their corresponding models:

o a Computation Independent Model (CIM) represents system requirements and the way
in which the system works within the environment without details of the system
structure and application implementation;

e a Platform Independent Model (PIM) describes a system in such abstraction level that
renders this model to be suitable for use with different platforms of similar type;

e a Platform Specific Model (PSM) provides a set of technical concepts, representing
different kinds of parts that make up a platform and its services to be used by an
application, and, hence, does change transferring system functioning from one platform
to another.

MDA supports abstraction and refinement in models. Models are obtained by
transformations: PIM-to-PIM, PIM-to-PSM, PSM-to-PSM, and PSM-to-PIM. Each
transformation must be recorded in a record of transformation [5].

The PIM usually is composed during the analysis and design stage of object-oriented
software development. Within MDA, Unified Modeling Language (UML) notation is used for
construction of both platform independent model and platform specific model. The PIM can
reflect fractal-based systems independently of the platform-specific information, thus
abstracting from the platform-specific details during analysis and general design of the system
and making it possible to transform received PIM models onto different execution platforms.
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3. Object-Oriented Approach to Platform-Independent Design of Multifractal Systems

In multifractal systems, scale invariants are system’s properties that do not change with the
change of a scale. The main step in the design of multifractal systems is to define those scale
invariants.
The proposed platform-independent object-oriented method consists of the following steps:
e STEPI — Analyze system behavior
o Define structure of the system under consideration;
o Define actors, their goals and common goals among them;
o Define use cases that are necessary for those goal achievement;
e STEP 2 — Define fractal interfaces;
o Define dynamic scale invariants;
o Define structural scale invariants;
o Define the organizational structure of fractals;
e STEP 3- Define fractal classes that realize fractal interfaces;
e STEP 4- Define classes that inherit fractal classes.

3.1. Step 1 “Analyze system behavior”

In object-oriented analysis and design (OOAD), system analysis starts with
identification of system’s actors and use cases. G. Schneider and J.P. Winters define use cases
as “a behavior of the system that produces a measurable result of value to an actor” [6]. From
user’s point of view a use case should represent a complete task that can be performed in a
relatively short run. In essence, use cases are goal-oriented. One or several use cases can be
used in order to achieve the same goal. Actors are human roles or computer systems’ roles in
an organizational unit. Actors activate execution of use cases. For identification of actors and
use cases standard advices suggested in [7] can be used.

After identification of actors, functional goals are identified for each actor. And in
accordance with them, use cases needed for goal achievement are identified. Use cases are
specified by their scenarios that are descriptions of both main flow and alternate flow (in case
of errors or exceptions) of each use case.

After identification of use cases, concepts are identified in the system’s description.
Concepts and their relationships are defined in initial model of concepts.

3.2. Step 2 “Define fractal interfaces”

Dynamic scale invariants

Each use case should be analyzed using UML interaction diagrams — sequence or
collaboration diagrams. During analysis of each use case, it is necessary to define messages
that are sent and received by objects at different scales during achievement of the same goal.

For each use case, it is necessary to define input and output parameters. Two of fractal
properties are self-similarity and goal-orientation. As previously mentioned, self-similarity
can be reflected as the same inputs and the same outputs but different realization of the inner
organization of fractals at the different scales. Therefore, it is possible to define such
similarity in behavior by founding activities of that kind at different scales.
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Besides that in case of multifractal systems, a fractal at the higher scale needs to activate
execution of similar functionality at the lower scales. If fractals at all scales realize the same
contract, i.e., the same interface, a fractal at the higher level then need only to apply necessary
methods of this interface to corresponding collection of fractals at the lower scale in order to
achieve the goal.

Rule 1: The similar activities are a dynamic view of fractals. These activities are to be
transformed to methods of the fractal interface.

Fractals can have a number of interfaces, because multifractal systems can consist of
fractals of different types.
Structural scale invariants

In multifractal systems, structural data that are related to the fractal structure can be
candidates to the structural scale invariants. Those of candidates that must be presented at all
scales of the multifractal system are separated as attributes of the fractal interface.

Rule 2: Structural data that relates to the fractal structure and need to be presented in the
system independently of the scale are to be transformed into attributes of the fractal interface.

The interface that reflects responsibilities of fractals must provide attributes that are
dedicated to capturing information about the fractal’s scale.
Define the organizational structure of fractals
Another property of multifractal systems is possibility to self-organization that help
systems in providing dynamics and vitality. In order to implement this property in the
multifractal systems, an analyst needs to correspond to the organizational structure of the
system in the real world. That how the system is organized determines attributes the fractal
interface will capture. The attribute that capture information about fractal’s scale can be
represented as a collection of fractals of the related scales, for example:
1. If it is a hierarchical structure, then it is necessary to capture information about
fractals of the related higher scale and of the related lower scale;
2. Ifitis a “snowflake” structure, then it is necessary to capture information about the
fractal’s direct neighborhoods.
By changing this collection during the execution time, it is possible to reorganize the system.

3.3. Step 3 “Define fractal classes that realize fractal interfaces”

The result of two previous steps is obtained fractal interfaces. This means that all
particularities of the system that must be implemented in system’s fractals are specified.

Since the object-oriented approach supports inheritance, but platform-independent
modeling supports implementation of the defined behavior and structure at different
platforms, it is useful to define all shared aspects related to fractals as a distinct class — a
fractal class. Therefore, the next step is to define classes that implement the defined interfaces
and that can be inherited by other classes, which define fractals at different scales.

A useful aspect of design of this kind is as follows. If implementation of some method
differs at some scale and this situation cannot be avoided using generalization, then
implementation of this method can be empty.
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3.4. Step 4 “Define classes that inherit fractal classes”

After previous steps, fractal interfaces and fractal classes together with diagrams of method
implementations are defined.

STEP 4 is to be used to describe classes, which correspond to the organizational scales and
inherit fractal classes. The important point here is to provide that all differences in method
implementations would be taken into account.

4. A Case Study

Let us consider a small example that illustrates the head moments of the suggested
approach. Let us assume that the system under consideration is a university. University’s
organizational divisions are faculties, each of which has subdivisions — institutes, in turn each
of which has subdivisions — departments (Figure 1).

Faculty Institute Department
< R —

1 1.n 1 0.n

Figure 1. University’s organizational divisions

We consider one function of this system, namely, evaluation of the scientific work of each
division in the context of a faculty, an institute, and a department. Let us assume that an actor
on the level of faculty is DITF secretary, actors on the level of this faculty’s institutes are LDI
secretary and ITI secretary, and actors on the level of departments are LDK secretary and
STPK secretary.

The goal of the DITF secretary is to evaluate faculty’s research, the goal of the LDI
secretary and ITI secretary is to evaluate their institute’s research and the goal of the LDK
secretary and STPK secretary is to evaluate their department’s research.

As shown in Figure 2, this goal can be satisfied by the realization of the corresponding use
case for each organizational level. However, realization of the use case of the higher level
includes realization of the use case of all of the corresponding lower levels. This means that
each of these use cases is a specialization of a more general case, i.e., a specialization of the
use case that specifies evaluation of research of subdivisions of each organizational level in
accordance with the actor’s level (Figure 3).
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Figure 2. The use case model for university’s function of the evaluation of divisions’ research

-

Evaluate SubDivision

Research
Evaluate Department Evaluate Institute Evaluate Faculty
Research Research Research

Figure 3. The more general use case of the evaluation of research of a division

But the specification of the more general use case must be defined by analysis of the use
cases at all the defined levels of the university. Figure 4 illustrates that evaluation of the
research of institute’s department consists of handling information about scientific
publications and visited conferences of the department’s staff.

X

- LDK : Department
secretary

1. evaluateDepartmeAtResearch(Department)

1.1. getScientificPublications( )
[[=—

1.2. getVisitedConferences( )
=
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Figure 4. The scenario of the use case “Evaluate Department Research”

In turn, Figure 5 demonstrates the scenario of the evaluation of the research of faculty’s
institute that contains the evaluation of all the institute’s departments and then correction of
the received results in accordance with the research specifics. For example, the staff of
different departments can write scientific publications as co-authors. This means that the sum
of the count of the scientific publications on the department level will differ from the real
count of the scientific publications on the institute level.

Figure 6 illustrates the same goal satisfaction on the faculty level. This goal is satisfied
summing up the information about evaluation of the research of all the faculty’s institutes and
correcting them in accordance with the faculty’s specifics like, for example, in case of the
institute’s level.

N

: LDI secretary
1. evaluatelnstitutel#esearch(lnstitute)

. Institute : Department

1/1. *evaluateDepartmentResearch(Department)
]

1.2. correctEvaluationResult( )

* W

Figure 5. The scenario of the use case “Evaluate Institute Research”

Thus, analyzing scenarios of the use cases for each level, the similarities can be found.
These similarities can be separated into the general use case scenario as shown in Figure 7. As
previously mentioned, one of the main principles of the object-oriented paradigm is
polymorphism. This means that the scenario specified by the general use case is realized in
the special use cases in the more specific way.

As shown in Figure 7, in order to specify execution of such a general scenario of the use
cases, the class Division is specified. This is a class that should contain only fractal specific
details, which shall be specified in classes realizing the scenarios mentioned. This means that
the class Division should contain the information about its subdivisions and general operation
realizations, i.e., it is a fractal superclass.

In order to provide that all of the subclasses of this superclass would be able to realize all
the necessary operations and attributes, it is useful to separate them into the fractal interface.
Figure 8 shows the interface class IDivision that is realized by the class Division.
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Figure 6. The scenario of the use case “Evaluate Faculty Research”
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Figure 7. The possible scenario of the general use case “Evaluate SubDivision Research”

<<Interface>>
IDivision

#subDivisions : Division

*evaluateDivisionResearch()
*correctEvaluationResult()

< Division
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Figure 8. A part of the class diagram with fractal specific design
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The interface IDivision specifies that a class that realizes this interface must contain
information about its subdivisions and must evaluate its research and correct the received
result if necessary. Hence, classes Faculty, Institute, and Department inherit this responsibility
and may realize this responsibility in their specific way.

Another way to design can be only using of fractal interfaces. In this case, classes Faculty,
Institute and Department should realize the interface IDivision directly. But this way is less



5. Conclusions

This paper discusses the platform-independent design of fractal-based systems using the
object-oriented approach. Related works in this field mostly suppose using components or
agents to reflect fractal properties of systems. The suggested approach demonstrates how
multifractal systems can be designed wide using such object-oriented principles as
polymorphism and inheritance.

The suggested approach helps in discovering dynamic and structural scale invariants of the
multifractal systems. All shared scale invariants to be implemented in fractals are separated in
distinct fractal interfaces and fractal classes. This means that a system can be easily modified
if necessary. Such a design supports all properties of multifractal systems, namely, self-
similarity, self-organization, goal-orientation, dynamics, and vitality.

The further research is related to applying the proposed method to design of fractal-based
enterprise systems.
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Asnina E., Osis J. Multifraktalu sistému Ipasibu analize objektorienteta programmatiiras izstrade

Paslaik biznesam nepartraukti ir jaadaptéjas aréjiem apstakliem saspringtajas laika robezas. Tas prasa
biznesam pariet no strategijas , ka samazinat parmainas”’ uz stratégijam ,ka pienemt parmainas un
izmainijusos apstakjus”. Lai apietu Sos ierobezojumus IT sistémas ir jabut realizétai atbildei pasam izmainu
procesam. Tas var biit paveikts ar fraktalu arhitektiru, kura nodrosina vienu kopéju pilnigu vidi adaptivajam
sistemam. Uz fraktdliem bazéto sistemu galvenas ipasibas ir paslidziba, pasorganizdcija, orientacija uz meérki,
dinamiskums un vitalitate. Saja raksta ir apskatits ka sistému fraktalais raksturs var biit analizéts un modeléts
objektorientétas paradigmas konteksta no platformneatkariga skatupunkta (kuru piedava MDA). Saja raksta ir
apskatita fraktalu dimensiju attélosana vienotas modelésanas valodas (UML) notacija. Piedavata metode palidz
dinamisku un struktiras invariantu atrasand uz fraktaliem pamatotas sistemdas. Visi koplietojamie invarianti,
kuriem jabut realizétiem fraktalos, ir izdaliti atseviskos fraktalu interfeisos un fraktalu klases. Tas nozimeé, ka
sistema var but vieglak modificéta, ja nepieciesams.

Asnina E., Osis J. Analysis of multifractal system properties in object-oriented software development
Today’s businesses must continuously adapt to external conditions in accelerated time frames. This requires
businesses to shift from strategies that eliminate variation to those that embrace variation and changing
conditions. For IT to overcome the limitations, the deeper issue of modeling the very process of change itself
must be addressed. This can be accomplished with a fractal architecture that provides a single shared complete
framework for the adaptive systems. The main properties of fractal-based systems: self-similarity, self-
organization, goal-orientation, dynamics, and vitality. This paper discusses how fractal nature of the system can
be analyzed and modeled in the context of object-oriented paradigm from the platform-independent viewpoint
(proposed by MDA). This paper considers representation of the fractal dimensions by means of the UML
(Unified Modeling Language) diagrams. The suggested approach helps in discovering dynamic and structural
scale invariants of the fractal-based systems. All shared scale invariants that must be implemented in fractals
are separated in distinct fractal interfaces and fractal classes. This means that system can be easily modified if
necessary.

Acauna 3., Ocuc SI. AHaJAN3 CBOMCTB MYJbTH(PAKTAIBHBIX CHCTEM NPH 00bEKTHO-OPHETHPOBAHHOM
pa3paboTKe MPOrpaMMHOro odecneyeHust

Cospemennviii OusHec 00IXHCEH YMENb HENPEPLIBHO U 8 CHCAMbIE CPOKU AOANMUPOBAMbCS K GHEUWHUM YCL0BUSIM.
Omo mpebyem om 6uzHeca CMeHbl CHPAMESUU «YMEeHbUAIOWel NnepemMeHnbly Ha CIMpPAmezulo « PUHUMAIOUYIO
KaK nepemenvl, max u usmenuguiuecs yciogusy. /lna smozo npu paspadbomxe UT cucmem HeobXo00umo pewums
npobnemy Kaxk obnezuumv 6 HUX NPOYecc USMEHeHUust CMpyKmypul u @yukyouanrvhocmu. Pewenue >3moti
npoodiemMvl Modcem Oblimb OOCMUSHYMO NPU HOMOWU (PPAKMATLHOU aApXUMeKmypbl, obecnewusaiowei. 00Hy
HONHYIO, COBMECHIHO UCHONb3YeMYIo cpedy Oasi adanmupyiowuxcs cucmem. OCHOGHble CEOUCMEA CUCHIEM,
basupyiowuxcss Ha gpakmanax, 3mo nooobue, camoopeaHuzayus, OPUEHMAayusi Ha yeib, OUHAMUYHOCHb U
JrcusHecnocobHocmy. B dannoti cmamve paccmampugaemcs cnocod aHaiusa u Mooeiuposanus hpakmaibHo2o
Xapaxmepa cucmemvl 6 KOHmMeKcne 00beKmo-OpUeHMUPOSaAHHOU NAPAOUSMbL C HE3ABUCUMOL Om NIAmM@opMbl
mouxu 3penust (npeonoxcennou 6 MDA). B oannoii cmamve paccmampugaemcs npeocmasgienue GpaKmaibHbix
OuMeHCUll  cpedCmeamu  YHUQUUUposanuozo ssvika moodenuposanus (Unified Modeling Language).
IIpeonooicennviii Memoo nomozaem 0OHAPYICUNMb OUHAMUYECKUE U CIMPYKMYPHbIE UHBAPUAHINbL 6 CUCEMAX,
basupyiowuxcs Ha @paxkmanax. Bce coemecmno ucnonwsyemvie uneapuanmvl, KOmMopbvie OOJAICHLL OblMb
peanuzoeannvl 60 Qpaxmanax, gvloeneHsvl 8 omoeibHvle Gpakmanvhvie unmepgheiicol u kiaccvl. Takum obpazom
obnezuaemcs npoyecc MOOUGUYUposanue cucmembl.
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