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INTRODUCTION 

In the context of software engineering, a domain is most often understood as an 
application area, a field for which software systems are developed [74]. A domain model 
can be used as input for implementation of the solution within a software development 
process. The model elements that compose the domain model can serve as a basis for 
code construction, which can be done manually or by using automated code generation 
as suggested by Model Driven Architecture (MDA) [41]. Domain model is an integrated 
system of models that reflect the enterprise, where software is to be applied [89]. In 
other words, a domain model is the AS-IS model of the business organization and 
processes. Moreover, domain modeling is a human activity that leads to the creation of 
different types of domain representations. These representations may be tacit (in human 
minds) and explicit/externalized (on paper or in a software tool) [36]. Furthermore, 
domain analysis is a process where the necessary information for developing software 
systems for a specific domain is identified, captured, structured, and organized for 
further reuse [74]. According to [58], there are many domain modeling approaches, but 
these are mostly based on unification of standards rather than mathematically formal 
models, with exception of Petri Nets and Topological Functioning Model (TFM). This 
is a serious issue for software engineering, because there is no formal connection 
between the domain model and the solution.  

Motivation of the Research 

In his research, Capers Jones [30] analyzes positive and negative innovations in 
software engineering, and concludes that the way software is built remains surprisingly 
primitive. His research [30], [96] has found that majority of software development 
projects fail because of overrun budget and schedule, or have hazardously bad quality 
level of the produced software. Some of the issues (which have not changed during the 
last 30 years) mentioned in the research are as follows: “Initial requirements are seldom 
more than 50% complete”, “There are more defects in requirements and design than in 
source code”, “Finding and fixing bugs is the most expensive software activity”. The 
main problem is that software development is not a well-structured discipline, requires 
high content of manual labor and the processes are not automated. The author of this 
Doctoral Thesis believes that a formal domain model is the key to software development 
automation, and that MDA is a positive innovation for software development. However, 
inability to produce a formal domain model within software engineering leads to the 
following problems. The scope and content of the acquired domain model cannot be 
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validated in an automated way (only manual, subjective validation is possible). It is not 
possible to transform the domain model to the solution model automatically (again only 
manual, subjective transformation is possible). Thus, there is no formal transformation, 
and it can also be problematic to formally trace the elements of the domain model to the 
solution model (after several iterations of manual transformation elements can be lost or 
incorrectly transformed). This leads to low quality of the software and an inefficient way 
of producing it. The ultimate goal of this research is to lower the cost and raise the 
quality of software development by introducing a methodology and a toolset, which 
would allow a comprehensive analysis of the domain in the beginning of software 
development based on a formal domain model, thus minimizing the number of bugs and 
change requests due to an inconsistent understanding of the domain.  

Research Area 

Model Driven Architecture (MDA) proposes software development to abstract 
from the code as the uppermost of the functionality of the information system to the 
model of the information system [23]. MDA is a software development framework, 
which defines 3 layers of abstraction for system analysis: Computation Independent 
Model (CIM), Platform Independent Model (PIM), and Platform Specific Model (PSM). 
CIM describes system requirements and the way system works within its environment 
while details of the application structure and implementation are hidden or are yet 
undetermined. CIM is also known as the domain model or the business model. As the 
business model CIM should be a precise description of the business in its environment, 
by the business, in the language of business people, dedicated to business purposes [5]. 
However, the only formal means to define a CIM is Petri nets, which are too complex 
for business people since they are based on “heavy” mathematics [5]. Another formal 
model that can be used as a CIM is the Topological Functioning Model (TFM).  

The present research is a part of the Topological Functioning Model for Software 
Engineering (TFM4SE) research. TFM is a domain model, which offers a formal way 
to define a system by describing both the system’s functional and topological features 
[4]. TFM represents the system in its business environment and shows how the system 
functions, without details about how the system is constructed. This research suggests 
using a TFM as the Computation Independent Model (CIM) likewise the Topological 
Functioning Model for the Model Driven Architecture (TFM4MDA) approach [53], 
[64], [4], [55] and [61]; acquiring a mathematically formal and, thus, transformable 
CIM. In the related research [12] the TopUML approach is described for software 
development with an emphasis on topology, where the Platform Independent 
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Model/Platform Specific Model (PIM/PSM) is supplemented with topology. TopUML 
is a UML profile and an approach for introducing cause and effect relationships into the 
UML based on the topology of TFM. TopUML approach suggests sequential phases of 
TFM4MDA approach to be combined for fulfilling the Model Drive Architecture 
(MDA) life cycle taking the TFM as source for PIM/PSM. Although the TFM, 
TFM4MDA and TopUML provide a solid basis for CIM construction within MDA and 
further transformations to PIM/PSM, until now the construction of the TFM relies on a 
heavy manual process with no tool support and a poor integration with the common IT 
practices. The AS-IS processes of TFM4MDA are described in [56], [58], [60] and for 
TopUML in [13].  

Purpose of the Research 

The goal of the Doctoral Thesis is to improve the process of domain analysis 
by providing an approach and a supporting toolset for acquiring a formal domain model 
that is transformable and can be used as a CIM within the MDA, thus lowering cost of 
software development projects, raising the quality of produced software and enabling 
their success by improving the understanding of the domain. 

To achieve the goal set, the following objectives have been defined: 1) To 
analyze the existing domain modeling approaches and to identify their strengths, 
weaknesses and conformance to a CIM within MDA; 2) To evaluate the domain 
modeling approaches based on their formality, conformance to MDA and practical 
usability; 3) To analyze the TFM approach, to identify its strengths, weaknesses and 
points for improvement; 4) To develop the Integrated Domain Modeling (IDM) 
approach for acquiring a formal domain model in the form of TFM based on formal 
knowledge about the domain using existing IT practices; 5) To develop a toolset in order 
to support the IDM approach based on MDA standards, which consists of Use Case 
Editor, TFM Editor, and Use Cases to TFM Transformation tool; 6) To conduct a case 
study using the IDM approach and toolset for a real software development project. 

The research subject is domain modeling with focus on the domain model 
within software engineering. 

The research objects are MDA and TFM, focusing on how to acquire a CIM in 
a formal way with accordance to MDA standards.  

The research methods used – analysis by comparison, metamodeling method 
and model transformation, design science, and case study. 

Thesis statements to be defended are the following: 1) If for a particular business 
domain corresponding domain knowledge is formally defined, then it should be possible 
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to generate a formal domain model automatically; 2) The usability of TFM can be 
significantly improved by addressing the issues of informal description and lack of tool 
support with a new approach based on common practices; 3) Declarative and procedural 
knowledge complement each other and enable a thorough domain analysis.  

Scientific Novelty and Practical Value 

The scientific novelty of this research is a novel approach called Integrated 
Domain Modeling (IDM) for domain modeling, which provides a means to acquire a 
mathematically formal domain model in the form of TFM and at the same time uses 
common standards as key input for the domain modeling process and introduces model 
transformation. The IDM is based on the declarative an procedural aspects of domain 
knowledge using Ontology and Use Cases as input, and executing model transformation 
to a TFM using also Natural Language Processing (NLP). 

The practical value of this research is the supporting toolset for the IDM 
approach that consists of the Use Cases Editor, TFM Editor and Use Cases to TFM 
transformation tools as well as a case study of applying the IDM approach for e-
commerce software development project. Before there were no tools to support the TFM 
approaches. But now with the IDM approach it is possible to acquire a TFM with 
automatic model transformation. 

Approbation of the Research Results 

The main results of the research have been presented in the following 8 
international scientific conferences (4 were held in Latvia and 4 in foreign countries): 
1) The 11th International Baltic Conference on DB and IS (DBIS 2014), Estonia, 
Tallinn, June 8–11, 2014; 2) The 54th Scientific Conference of Riga Technical 
University, Riga, Latvia, October, 2013; 3) The 7th International Conference on 
Evaluation of Novel Approaches to Software Engineering (ENASE 2012), Poland, 
Wrocław, June 29–30, 2012; 4) The 3rd International Workshop on Model-Driven 
Architecture and Modeling-Driven Software Development (MDA & MDSD 2011), 
China, Beijing, June 8–11, 2011; 5) The 9th International Baltic Conference on DB and 
IS (DBIS 2010), Latvia, Riga, July 5–7, 2010; 6) The 2nd International Workshop on 
Model-Driven Architecture and Modeling Theory-Driven Development (MDA & 
MTDD 2010), Greece, Athens, 2010; 7) The 51st Scientific Conference of Riga 
Technical University, Riga, Latvia, October, 2010; 8) The 13th East-European 
Conference (ADBIS 2009), Latvia, Riga, September 7–10, 2009. 

The main results have been published in the following 11 scientific papers:  
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1.   Šlihte A. Introduction to Integrated Domain Modeling Toolset// Scientific Journal of 
RTU. Computer Science. - 2014. (to be published) 

2.   Šlihte A. The Integrated Domain Modeling: A Case Study// In Proceedings of the 
11th International Baltic Conference, Baltic DB&IS 2014. TUT Press, 2014. - pp. 
465–470. [ISBN 978-9949-23-633-6] 

3.   Osis J., Šlihte A., Jansone A. Using Use Cases for Domain Modeling // Proceedings 
of the 7th International Conference on Evaluation of Novel Approaches to Software 
Engineering (ENASE 2012). Poland, Wrocław, June 29–30, 2012. Lisbon: 
SciTePress, 2012. – pp. 224–231. [ISBN 9789898565136, Indexed by Thomson 
Reuters, Inspec, EI, DBLP] 

4.   Doniņš U., Osis J., Šlihte A., Asņina Ē., Gulbis B. Towards the Refinement of 
Topological Class Diagram as a Platform Independent Model // Proceedings of the 
3rd International Workshop on Model-Driven Architecture and Modeling-Driven 
Software Development (MDA & MDSD 2011). China, Beijing, June 8–11, 2011. 
Lisbon: SciTePress, 2011. – pp. 79–88. [ISBN 9789898425591, Indexed by 
Thomson Reuters, Inspec, EI, DBLP, ISTP] 

5.   Šlihte A., Osis J., Doniņš U. Knowledge Integration for Domain Modeling// 
Proceedings of the 3rd International Workshop on Model-Driven Architecture and 
Modeling-Driven Software Development (MDA & MDSD 2011). China, Beijing, 
June 8–11, 2011. Lisbon: SciTePress, 2011. – pp. 46-56. [ISBN 9789898425591, 
Indexed by Thomson Reuters, Inspec, EI, DBLP, ISTP] 

6.   Šlihte A., Osis J., Doniņš U., Asņina Ē., Gulbis B. Advancements of the Topological 
Functioning Model for Model Driven Architecture Approach // Proceedings of the 
3rd International Workshop on Model-Driven Architecture and Modeling-Driven 
Software Development (MDA & MDSD 2011). China, Beijing, June 8–11, 2011. 
Lisbon: SciTePress, 2011. – pp. 91–100. [ISBN 9789898425591, Indexed by 
Thomson Reuters, Inspec, EI, DBLP, ISTP] 

7.   Asņina Ē., Gulbis B., Osis J., Alksnis G., Doniņš U., Šlihte A. Backward 
Requirements Traceability within the Topology-based Model Driven Software 
Development// Proceedings of the 3rd International Workshop on Model-Driven 
Architecture and Modeling-Driven Software Development (MDA & MDSD 2011). 
China, Beijing, June 8–11, 2011. Lisbon: SciTePress, 2011. – pp. 36–45. [ISBN 
9789898425591, Indexed by Thomson Reuters, Inspec, EI, DBLP, ISTP] 

8.   Šlihte A. The Concept of a Topological Functioning Model Construction Tool// 
Advances in Databases and Information Systems: 13th East-European Conference, 
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ADBIS 2009. Associated Workshops and Doctoral Consortium, Local Proceedings, 
Latvia, Riga, September 7–10, 2009. - pp. 476–484. 

9.   Šlihte A. The Specific Text Analysis Tasks at the Beginning of MDA Life Cycle// 
Databases and Information Systems Doctoral Consortium, Latvia, Riga, July 5–7, 
2010. – pp. 11–22. 

10.  Osis J., Šlihte A. Transforming Textual Use Cases to a Computation Independent 
Model// Model-Driven Architecture and Modeling Theory-Driven Development: 
Proceedings of the 2nd International Workshop on Model-Driven Architecture and 
Modeling Theory-Driven Development (MDA & MTDD 2010). Greece, Athens, 
July 22–24., 2010. Lisbon: SciTePress, 2010. - pp. 33–42. [ISBN 9789898425164, 
Indexed by SCOPUS, Thomson Reuters, Inspec, DBLP]  

11.  Šlihte A. Implementing a Topological Functioning Model Tool // Scientific Journal 
of RTU. 5 series, Computer Science. - 43. vol. - 2010. - pp. 68–75. 

Outline of the Doctoral Thesis 

The Thesis includes an introduction, 4 chapters, conclusions, 10 appendices, and 
bibliography with 100 reference sources. The volume of the Doctoral Thesis is 216 
pages. It has been illustrated by 52 figures and 4 tables.  

Introduction explains the motivation of the Thesis, defines the research goal and 
the objectives to achieve the goal, novelty and practical value of the research, its 
approbation and the main results. Chapter 1 gives a definition of a domain model, 
domain modeling and Model Driven Architecture (MDA), analyzes some of domain 
modeling approaches to give an overview of the different approaches available. Chapter 
2 first defines a solid basis for the Integrated Domain Modeling (IDM) approach 
developed by the author of the Doctoral Thesis. Then the basic principles of the IDM 
approach are defined and demonstrated. Chapter 3 introduces the supporting toolset for 
the IDM approach developed by the author, discussing the scope, architecture, used 
technologies, implementation, model transformation, and application. Chapter 4 
provides a case study of applying the IDM approach and the supporting toolset to a real 
software development project for a Subscription Commerce Business (SCB) in the area 
of e-commerce. Conclusions summarize the results of this Doctoral Thesis and give 
possible future research directions. The Thesis contains ten appendices: 1) List of 
Figures; 2) List of Tables; 3) IDM Use Case Metamodel According to Ecore; 4) IDM 
TFM Metamodel According to Ecore; 5) Use Case Editor Artifacts of IDM Toolset; 6) 
TFM Editor Artifacts of IDM Toolset; 7) TFM Diagram Tool Artifacts of IDM Toolset; 
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8) IDM Toolset Use Cases to TFM Transformation Tool Artifacts; 9) IDM Toolset User 
Guide; 10) Survey on the IDM Toolset. 

1.   DOMAIN MODELING AND MODEL DRIVEN ARCHITECTURE 

This section gives an overview of domain modeling, analyzes some of the 
existing approaches and discusses the Model Driven Architecture (MDA) as an umbrella 
standard for all modeling. The author first gives the definition and purpose of domain 
modeling, then reviews literature on the different approaches available and analyzes 
their strengths and weaknesses. 

1.1.   Domain Modeling 

Domain model and domain modeling are a very important part of software 
engineering. In this research, the author is going to use the following definition of a 
domain model. Domain model is a representation of a particular problem domain or 
business domain from a “computation independent” perspective that exists or can exist 
in real life, which includes terminology, concepts, relationships, rules, and business 
processes. In MDA guide [43] the Object Management Group (OMG) points out that if 
we built buildings the way we build software, we would be unable to connect them, 
change them or even redecorate them easily to fit new uses; and worse, they would 
constantly be falling down. A proper designing phase and a domain model are necessary 
to save development effort, since there are less “bugs” or inconsistencies with what was 
expected of the software. Another reason is to integrate and maintain the produced 
software after the implementation phase, which requires proper documentation. OMG 
mentions another benefit for having a formal domain model, i.e., it is possible to 
automate at least some of the construction of the software solution [43]. Software 
development projects do not have a positive historical track record according to [30]. 
Capers Jones’ analysis shows that majority of software development projects fail 
because of overrun budgets and schedules, or hazardously bad quality levels. Software 
development is not a well-structured discipline and the processes are not automated in 
any way, as oppose to traditional engineering, like the construction example given by 
the OMG. The authors in [56] state that the domain model should be the cornerstone of 
software development – it is a design, documentation and a way of decreasing 
inconsistencies and over-budget costs. Another purpose of domain modeling that is 
rarely used separate from software engineering is a domain analysis. Usually when 
stakeholders talk about a domain analysis this is in context of a software solution that 
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could improve the business process by saving money for the company or earning more 
money with a better service to their customers. A domain model can provide useful 
insights for the company of its business processes and structure. Businesses may choose 
to use domain modeling to analyze their business organization, to improve their business 
processes without additional software, or to improve their business governance and 
internal documentation.  

1.2.   Model Dr iven Architecture  

MDA is an approach to using models in software development proposed by the 
OMG [86]. OMG considers the MDA as a small step on the long road to turning software 
development from a craft into an engineering discipline [43]. MDA is neutral from 
language, vendor and middleware [35]. OMG describes different levels of abstraction 
and their relations; however, it does not specify how to create the models and which 
notation to use for representation. There are some recommendations from various 
researchers in the field that can be similar in certain points and different in others [33]. 
MDA defines 3 viewpoints and the corresponding models – Computation Independent 
Model (CIM), Platform Independent Model (PIM), Platform Specific Model (PSM). At 
a conceptual level, the MDA is a holistic approach for improving the entire IT life cycle 
– specification, architecture, design, development, deployment, maintenance, and 
integration – based on formal modeling [58]. J. Osis believes that the potential power of 
MDA is in model transformation, because model transformation requires the use of 
formal languages for description of models and this lead to increasing the role of 
mathematics for software development [54].  

Some other standards proposed by the OMG that complement the MDA are the 
following. UML, the Unified Modeling Language, allows a model to be constructed, 
viewed, developed, and manipulated in a standard way at the analysis and design time. 
The Meta-Object Facility (MOF) standardizes a facility for managing models in a 
repository [42]. XML Metadata Interchange (XMI) is an interchange format for models, 
based on the MOF and the popular language XML. Query/View/Transformation (QVT) 
is an OMG standard for model transformations, which consists of several model 
transformation languages – declarative, imperative, operational mappings (QVTo) and 
black box [42]. 

1.3.   Domain Modeling Approaches and Evaluation 

This Doctoral Thesis gives an overview of the currently used domain modeling 
approaches and positions the TFM among them. The approaches that are going to be 
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described here are Business Process Modeling and Notation (BPMN), Event-Driven 
Process Chains (EPC), Topological Functioning Model (TFM), Ontology and Use 
Cases. Petri Net is a mathematically formal model, but it is usually hidden from users 
of business models. The cause is both hard mathematics and representation of domain 
information that is not intuitive for users [5]. For these reasons, also Petri Nets will not 
be discussed. Some innovative and interesting domain modeling approaches are 
explored to show some potential trends in domain modeling approaches, which exploit 
artificial intelligence – Linguistic Assistant for Domain Analysis (LIDA) [76], Natural 
Language Requirements Analysis (NIBA in German) [72].  

There are, of course, a lot of domain modeling approaches and the author has 
only considered a few. However, these approaches give an indication of how the domain 
model can be modeled today. Domain modeling approaches will be evaluated based on 
3 sets of criteria in Table 1.1: 1) criteria for a formal domain model; 2) criteria for 
conformance to MDA; and 3) criteria for practical usability. Formalism is a theory or a 
view of philosophy of mathematics as per Nicolas D. Goodman [46], which states that 
mathematics is a rule-governed manipulation of symbols and nothing else. Thus, this 
manipulation is formal. How to evaluate whether a domain model is formal? A 
metamodel does provide a level of formalism since it defines the rules for defining the 
elements of the domain model. If the metamodel complies with a meta-metamodel, this 
brings even more formalism. To analyze the formalism of the domain modeling 
approaches, the author has defined 3 criteria: a mathematically formal model, formal 
scope definition, and formal model validation. To measure conformance of domain 
modeling approaches to MDA, the author proposes the following 3 criteria: computation 
independence, MOF compatibility, and model transformation to PIM/PSM.  Since the 
discussion is about domain modeling, the corresponding MDA level of abstraction is a 
CIM. In addition to the formal domain model and conformity to MDA, there are also 
practical considerations for a domain modeling approach. To analyze the practical 
usability of the domain modeling approaches, the author has defined 4 criteria in Table 
1.1: supports declarative knowledge, supports procedural knowledge, tool support, and 
popular/familiar. Popularity will be measured based on the count of publications 
mentioning the approach in the Google Scholar database [54]. 

Although BPMN, EPC and NIBA do have a metamodel in general, the model 
itself is not a mathematically formal model because the rules to build this model are not 
defined by mathematics. On the other hand, a TFM is based on mathematics and, thus, 
is considered to be a mathematically formal model. 
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Table 1.1 
Evaluation of Domain Modeling Approaches 

Criteria 
Value 
Range B

PM
N

 

E
PC

 

T
FM

 

O
nt

ol
og

y 

U
se

 C
as

es
 

L
ID

A
 

N
IB

A
 

Mathematically formal 
model 

Yes/No No No Yes Yes No No No 

Formal scope definition Yes/No No No Yes No No No No 

Formal model validation Yes/No No No Yes Yes No No No 

Computation Independence Yes/No Yes Yes Yes Yes Yes Yes Yes 

Compatibility to MOF Yes/No Yes No Yes Yes No No Yes 

Model transformation to 
PIM/PSM 

Yes/No Yes Yes Yes No No Yes Yes 

Supports declarative 
knowledge 

Yes/No No Yes No Yes No No No 

Supports procedural 
knowledge 

Yes/No Yes Yes Yes No Yes Yes Yes 

Tool support Yes/No Yes Yes No Yes Yes Yes Yes 

Popular/Familiar Yes/No Yes Yes No Yes Yes No No 

Total Score Score from 
0 to 10 

6 6 7 5 4 4 5 

 
Ontology is based on mathematical logic or predicate logic; thus, the author 

considers this also a mathematically formal model. Another example of a 
mathematically formal model would be Petri Nets [27]. The scope of a TFM is formally 
defined by the closure procedure based on the input and output analysis. Validation of 
the model for a TFM is done by a cycle analysis and the main rule is that there should 
be at least one cycle for the system to be functioning. Since Ontology is based on 
predicate logic, it is possible to validate it with querying the Ontology with a semantic 
reasoner. BPMN is fully conformant with the MDA with all 3 criteria true. Authors of 
[52] describe transformation from the BPM to the UML Activity Diagram. Business 
Process Execution Language for Web Services (WS-BPEL) is a standard for 
implementing business processes on top of web services [26]. There is model 
transformation from BPMN to BPEL, thus acquiring working software based on web 
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services via modeling [67]. From the analyzed approaches, Ontology and EPC support 
declarative knowledge. Tool support exists for all analyzed approaches except a TFM. 
This is a major drawback of the TFM approach. To evaluate popularity, a threshold of 
1000 publications was introduced by the author to determine whether an approach is 
popular or not. The publication count is as follows ordered in descending order: 1) 
Ontology – 1,250,000; 2) Use Cases – 98,500; 3) BPMN – 7,690; 4) EPC – 2,970; 5) 
NIBA – 101; 6) LIDA – 60; 7) TFM – 57.  

The strongest approaches from a formalism perspective are TFM and Ontology. 
For conformance to MDA three approaches got highest score – BPMN, TFM and NIBA. 
From the perspective of practical usability, EPC scored the highest with BPMN, 
followed by Ontology and Use Cases. However, none of the analyzed approaches 
reached the maximum possible score of 10. The closest to score of 10 was the TFM. 
TFM approach lacks in practical usability mainly because it does not have tool support, 
does not support declarative knowledge and also is unfamiliar. Comparing to other 
approaches, strong formalism is the main advantage of the TFM approach. Practical 
usability aspects can and should be improved in context of TFM research and this is one 
of the objectives of this Thesis. 

1.4.   Summary 

To summarize, the author discusses drawbacks of the existing domain modeling 
approaches analyzed above. Some of the problems include the following. TFM is an 
uncommon approach and has a complex process of construction. There are no tools to 
support TFM4MDA and it also relies on the informal description of the business domain 
(text), which might not be there. Of course, it is always possible for the system analyst 
to produce the informal description, but would it make more sense to put the gathered 
and analyzed knowledge in a more structured way if the system analyst had a choice? 
The author doubts the effectiveness of producing texts about a domain from scratch just 
to satisfy an entrance state of a domain modeling approach. Also there is currently no 
tool support for constructing a TFM and helping with TFM4MDA. 

2.   THE INTEGRATED DOMAIN MODELING APPROACH 

This chapter introduces the Integrated Domain Modeling (IDM) approach 
developed by the author. Use Cases and Ontology are used for the domain knowledge 
and Topological Functioning Model (TFM) is used as the domain model. The IDM 
approach provides a formal way to facilitate Ontology for software engineering by 
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providing means to acquire a Computation Independent Model (CIM) within a Model 
Driven Architecture (MDA).  

2.1.   Solid Basis for  the Approach 

The solid basis of the IDM approach is the Topological Functioning Model 
(TFM), TFM4MDA, and TopUML approaches. According to [5], the only formal means 
for definition of a domain model is Petri Nets [46] and their extensions, and also TFM. 
The mathematical basis of the TFM is one of its main strengths. The functional features 
are based on connectedness, closure, neighborhood and continuous mapping. The 
second strength of the TFM is inputs and outputs, which correspond to system theory 
[65]. Inputs and outputs play an important role for domain modeling, specifically for 
identifying the scope of the domain model. Moreover, input and output analysis gives 
the opportunity to validate the domain model from the perspective of dependencies and 
scope. Cycle structure within a TFM and the main functioning cycle are the third 
strength of TFM. From the perspective of functioning, the common thing for all systems 
(technical, business and biological) should be an oriented cycle (a directed closed path) 
[60]. Every TFM needs to have at least one directed closed loop, but usually it is even 
an expanded hierarchy of cycles. This TFM property enables analysis of similarities and 
differences among functioning systems [53]. The forth strength of the TFM is the model-
to-model transformations defined as part of TFM4MDA and improved in the research 
on TopUML by Uldis Doniņš[13].  

Researchers in a similar field have noticed the TFM approach and consider TFM 
to be a drive towards CIM specification for the MDA. However, they conclude that 
some important pre-CIM and design considerations may have not been taken into 
account [21]. The first weakness of the TFM is that it does not provide all aspects of a 
domain model. From the perspective of domain, the TFM only describes the procedural 
aspect and lacks the declarative aspect. The second weakness of the TFM and 
TFM4MDA in particular is their beginning – the informal description in a natural 
language. Informal description can be too unstructured to serve as a good basis for 
modeling and after a model is produced there is no way to trace element back to the 
source. The third weakness is that there is no tool support for TFM, TFM4MDA or 
TopUML. The forth weakness is that although there are guides and examples available, 
this process is heavy and distant from standard software engineering approaches. 

Based on the strengths of the TFM approaches, it is clear that this is a powerful 
approach that brings a lot of benefits to domain modeling. However, the drawbacks 
mentioned in the previous section are preventing this approach from being effectively 
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used by system analysts other than the TFM research group. First of all, tool support is 
vital for any domain modeling approach today. In order to develop a tool support for 
TFM4MDA as described until now, one would need to deal with very complex natural 
language processing and the informal description. The author has considered some 
approaches that use NLP for domain modeling (e.g., LIDA and NIBA), but these 
approaches provide limited results or are still based on some structure of the text. Thus, 
one of the necessary improvements is an introduction of a more formal (structured) way 
to describe the business system functioning. Furthermore, in research [5] the authors 
state that transformation from the CIM-Knowledge Model to the CIM-Business Model 
cannot be performed automatically, because it requires human participation since 
information in the CIM-Knowledge Model is specified informally and used to have 
implicit knowledge. Thus, another necessary improvement is to acquire a formal CIM-
Knowledge Model and enable the possibility to transform this model to the CIM-
Business Model with a formal model transformation (automatically). 

2.2.   Integrating Declarative and Procedural Knowledge 

Knowledge means understanding of a subject area, including concepts and facts 
about that subject area, as well as relations among them and mechanisms for how to 
combine them to solve problems in that area [25]. The domain knowledge can be 
considered part of the CIM, i.e., Knowledge Model [5]. The term knowledge can be 
used to refer to a state of knowing facts, methods, principles, techniques and so on. This 
common usage corresponds to what is often referred to as “know about”. Second, usage 
of the term “knowledge” is when it refers to understanding facts, methods, principles 
and techniques sufficient to apply them in the course of making things happen. This 
corresponds to “know how”. Cognitive psychologists and business analysts sort 
knowledge into two categories: declarative and procedural [73], [34]. From the 
perspective of a student who is learning knowledge: 1) Declarative knowledge is that 
the student knows or understands, for example, “Riga is the capital of Latvia” or “Book 
catalogue has entries of books”; 2) Procedural knowledge is that the student is able to 
do something, for example, he knows how to buy an airplane ticket to Riga or get a book 
at the library.  
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Fig. 2.1. Outline of the IDM approach. 

 
The domain knowledge about the business system and its environment usually 

exists in different documents inthe form of natural language or only implicitly in human 
minds. It is necessary to store this knowledge in a way, so that a computer could 
understand it (there has to be more structure than a natural language can provide). To 
properly describe a business system in its environment, it is necessary to have both – 
declarative and procedural knowledge. In Fig. 2.1, the author shows how declarative 
and procedural knowledge can be integrated to acquire a CIM for the MDA. It starts 
with the domain knowledge defined as a formal CIM-Knowledge Model, which includes 
business use cases and ontology. It then provides formal transformation to the CIM-
Business/Requirements Model, which is defined by the TFM. Then according to the 
MDA, it is possible to transform the CIM to the PIM/PSM. Detailed transformation to 
a UML from the TFM is described in U. Doniņš’s Doctoral Thesis [13]. 

The Ontology standard OWL [70] is reused for the IDM approach. Ontology is a 
perfect candidate for representing declarative knowledge about a business system and 
its environment. In Fig. 2.2 on the left-hand side, the author gives an example ontology 
for a library domain – the class hierarchy shown. The author used Protégé [75] to 
develop the Ontology. In addition to a class hierarchy, also properties for the classes are 
defined in the Ontology. For example, there is an object property for the “Librarian” 
class “checkOut”, which states that a “Librarian” would check out a “Book”, not any 
other class. 
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Fig. 2.2. Ontology class hierarchy and use cases for a library domain. 

 
Use cases should not be confused with the UML Use Case diagram, and there are 

many different use case templates and the structure of a use case can be adjusted 
depending on the situation and the development team [39]. A special form of Use Cases 
(meta-model) is required and developed for the IDM approach. On the right hand-side 
in Fig. 2.2, a use case for requesting a book in a library is shown. The following structure 
of a use case is going to be used: 1) use case description; 2) actors; 3) main scenario; 4) 
extensions; 5) sub-variations. 

Natural Language Processing (NLP) is applied within the IDM to enable the 
knowledge to be understood by a machine and, thus, to allow for a validation and 
transformation possibility. The IDM validates a Use Cases model against the Ontology 
of the business domain to ensure the unambiguity of Use Case steps as well as the 
correspondence to the business domain. A statistical parser [88] can be used for 
analyzing the sentences of use cases, and thus retrieving data for functional features to 
construct the TFM of the business system. This is done to help the system analyst to 
prevent incompleteness, ambiguity or inconsistency of use case sentences according to 
the Ontology. 

2.3.   Acquir ing a Topological Functioning Model 

This subchapter introduces the principles of Use Cases model transformation to 
the TFM model and also the use of NLP for identifying the corresponding components 
for the model-to-model transformation. For model transformation the NLP is used to 
identify the actor or entity responsible and the description of the functional feature. An 
example is provided of doing the transformation from Use Cases for a library domain to 
a corresponding TFM to demonstrate the IDM approach in action. 
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At this point of the IDM life cycle, there is an ontology and use cases defined for 
the business domain. The next goal is to acquire the TFM. To achieve this, 2 main steps 
are necessary: 1) to retrieve functional features; 2) to retrieve topology. First of all, the 
main scenario of every use case is an ordered sequence of functional features. 
Additionally, by analyzing the extensions and sub-variations it is possible to detect 
branching in the TFM. Extension adds an effect to the functional feature represented by 
the step referenced by the extension.  

 

 
Fig. 2.3. Acquiring topological relationships from use cases.  

 
However, sub-variation adds an effect to the functional feature represented by 

the previous step referenced by the sub-variation. Therefore, the setting of cause-effect 
relations between functional features represented within the same use case is very 
straightforward. As shown in Fig. 2.3, the 4 main sequences of functional features come 
from main scenarios of use cases. As a demonstration of use case extension and sub-
variation analysis, let us consider functional features number 1 and 11. Functional 
feature number 1 has an additional effect because of the sub-variation 2a, but functional 
feature 11 has an additional effect because of the extension 4a. 
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In Fig. 2.3 on the right-hand side, the topology of use case steps can be seen in 
compliance with cause-effect relations between functional features (the ids of use case 
steps are re-used). IDM suggests several iterations back and forth between use cases and 
TFM until the system analyst can verify it is correct. The mapping between use case 
sentences, functional features and TFM should be intuitively illustrated and easily 
editable, so that any incompleteness, redundancy or inconsistency could be corrected. 
The bold arrows represent the main functioning cycle of the TFM. The functional 
features are set to be part of the main functioning cycle by the system analyst manually. 
By analyzing the use cases, it is possible to derive the TFM. 

For the example shown in Fig. 2.3, the main functioning cycle consists of these 
functional features in the following sequence (represented by the identifier and 
corresponding use case step description): 32 – Client shows a reader card; 33 – Librarian 
authorizes a reader status; 21 – Client gives a book to the Librarian; 22 – Librarian 
checks the condition of the book; 19 – Client searches for a book in the catalogue; 8 – 
Librarian hands out a request form; 9 – Client fills in a request form; 10 – Librarian 
checks out a book from the book fund; 11 – Librarian hands the book to the client. The 
main functioning cycle includes all main processes of the example library system 
starting from a client coming to the library, client returning a book and client requesting 
a book. There are also other cycles in this TFM, including the registration of a client or 
requesting a book without returning one first. The main functioning cycle must be 
defined and set by the analyst based on input from domain experts. In the library 
example, the system analyst for the completeness of main functioning cycle sets a cause-
effect relation between functional features with identifier 11 and 32 as shown in Fig. 2.3 
with a dotted arrow. It cannot be determined automatically. 

Another task is setting the cause-effect relations between functional features 
fetched from different use cases. Precondition section of use cases are used to define 
this relation, because it contains the use case step, which is the cause of the particular 
functional feature. For example, the precondition of use case “Requesting a book” is 
“Librarian authorizes a reader status”, which is the 3rd step of main scenario of use case 
“Arriving”. Moreover, as different use case sentences represent the same functional 
feature if their tuples conform, relation between different use cases can be fetched from 
extensions and sub-variations, as well. 

2.4.   Summary 

To step towards the completeness of MDA and enable the automation of system 
analysis and software development, the IDM approach is considered. The IDM approach 
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provides a formal way to facilitate ontology for software engineering. It does not suggest 
a novel methodology for ontology development, but instead is based on the existing 
methodologies. This approach suggests ontology to be directly used as an input for 
domain modeling by exploiting business use cases and natural language processing 
(NLP), thus combining the declarative and procedural knowledge for the domain 
modeling. The IDM approach shows how declarative and procedural knowledge 
complement each other and can be compared for validation purposes. The IDM 
approach integrates the common standards used in business environment – use cases 
and ontology, and then provides a means to generate the initial domain model 
automatically. This level of automation and reuse of enterprise standards is the main 
innovation of the IDM approach. The IDM provides the opportunity to do this by using 
the Topological Functioning Model (TFM) as the domain model. 

However, today there is no use of an approach without a supporting toolset. This 
model-to-model transformation to acquire a domain model was specifically developed 
by the author with the possibility for automation in mind. Since it has been shown here 
how the transformation can be developed, all pre-requisites for developing a supporting 
toolset for the IDM approach are in place. 

3.   SUPPORTING TOOLSET AND APPLICATION 

The Integrated Domain Modeling approach provides an elegant solution to the 
complexity of domain model construction. However, for this to work in a real business 
environment for a business system modeling case there have to be tools to support the 
IDM approach. Moreover, these tools need to correspond to MDA standards and be 
based on available MDA frameworks, so that they are extendable and fit into MDA.  

3.1.   Scope and Architecture of the IDM Toolset 

The IDM toolset needs to support the user to perform the following main 
activities: 1) To construct or reuse an existing domain ontology; 2) To develop the use 
case model describing the business processes of the domain; 3) To validate the use case 
model by using natural language processing and the domain ontology; 4) To 
automatically generate a CIM for this domain in the form of TFM; 5) To allow the user 
to further model the TFM of the domain by adding the main functional cycle and logical 
relationships; 6) To validate each of the models against the corresponding meta-model. 
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The users of this toolset would be the knowledge engineer and/or the system 
analyst who would work together with the business to gather and validate the input 
knowledge and resulting domain model. 

 

 
Fig. 3.1. Scope of the IDM toolset. 

 

In Fig. 3.1, the author shows tools, artifacts and roles involved within the scope 
of the IDM Toolset and beyond. Document icon represents the artifacts – domain 
ontology, use cases, TFM, UML, source code, requirements and domain documentation. 
Briefcase icon represents the tools – ontology tool, use cases tool, use cases to TFM 
transformation, TFM tool, requirements engineering tool, and UML tool. Black arrows 
show the artifacts of the tools. Blue arrows represent the interaction between tools. The 
roles involved are represented with person icons – knowledge engineer, system analyst, 
business team, executive and technical team. Grey arrow shows the relationship between 
the IDM Toolset and documentation. The IDM toolset consists of: 1) ontology tool; 2) 
use cases tool; 3) TFM tool; 4) use cases to TFM transformation. 

IDM specific MOF compatible meta-models have been developed by the author 
for the IDM use case template as well as for the TFM. In Fig. 3.2, the author shows the 
architecture of the IDM toolset. Document icon represents the artifacts – use case model 
and TFM model. Briefcase icon represents the tools – Use Case Editor, Use Cases to 
TFM transformation, TFM Editor, and TFM Diagram Tool. The arrows show 
conformity to the meta-models, Eclipse frameworks or use of a 3rd party Java library. 
The intermittent arrows show the transformation direction and also the initialization of 
the diagram. 
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Fig. 3.2. Architecture of the IDM toolset. 

 
This excludes the 3rd party OWL tool, for which the Protégé [75] tool is used. 

The following Eclipse frameworks are used – PDE, EMF, GMF and QVTo. Since EMF 
and GFM allow generating Eclipse plug-in, it conforms to the PDE, which can be later 
used to extend the functionality of the tools. In addition, a 3rd party statistical parser 
(Java library) is used for natural language processing – Stanford Parser [88]. 
QVT/BlackBox mechanism is used for integrating existing non-QVT libraries or 
transformations like statistical parser. The author developed the following tools – Use 
Case Editor, TFM Editor, TFM Diagram Tool, and Use Cases to TFM Transformation. 

3.2.   Use Case Editor  

The Use Case Editor was implemented as an Eclipse plug-in by the author, which 
is based on the Eclipse Modeling Framework (EMF). The first and the most important 
step is to develop a Use Case Editor is to define the use case meta-model. Figure 3.3 
shows a MOF-compatible meta-model for a set of use cases developed by the author. A 
set of use cases consists of 1 or more use cases, which have a main scenario, extensions 
and sub-variations, which consist of use case steps. 
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Fig. 3.3. Use case meta-model. 

Each use case has a title, list of actors (at least 1 actor), and can have 
preconditions. Each use case step has its number description and can have a 
precondition. For extensions and sub-variations the reference attribute is used. This 
shows which of the steps in the main scenario it references, so for the main scenario 
steps reference will be empty.  

 

 
Fig. 3.4. Use Case Editor tool. 
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Figure 3.4 shows the Use Case Editor tool. On the left side, there is a use case 

model constructed by the user and on the right – the property view of a use case step, 
where it is possible to set preconditions. There are specific icons for each of the elements 
of the meta-model. This tool allows the users to define Actors, Conditions, Composite 
Condition, Use Cases, Main Scenarios, Alternative Scenarios and their steps. The file 
extension of the Use Case artifact is “.usecases”. This file can also be opened with a text 
editor and then it is possible to see that underneath it has an XMI format. 

3.3.   TFM Editor  and Diagram Tool 

The TFM Editor looks very similar to the Use Cases Editor since it is also based 
on Eclipse EMF. However, TFM Diagram Tool implementation is based on the Eclipse 
GMF. Figure 3.5 shows the resulting TFM Diagram Tool, which was generated 
according to the GMF workflow and based on the TFM meta-model. This tool allows 
the users to define the TFM in a diagram form – actors, functional features, topological 
relationships, cycles and logical relationships. The file extension of the TFM is “.tfm” 
and TFM diagram artifact is “.tfm_diagram”. These files can also be opened with a text 
editor and then it is possible to see that underneath it has an XMI format. 

 

 
Fig. 3.5. TFM Diagram tool. 

3.4.   Use Cases to TFM Transformation 

The Use Cases to TFM model-to-model transformation implementation as an 
Eclipse plug-in are based on Eclipse QVTo and Stanford Parser [75]. To execute the 
transformation a user has to right click on a file with extension “.usecases” and select 
the option “Transform to TFM”. After that the user can check the console to see the log 
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of the model transformation. This shows references with identifiers, Actors created, 
Functional Features created and Topological Relationships created. In the same project 
a new file will appear after the model transformation with the extension “.tfm”. This is 
the file of TFM model. 

3.5.   Summary 

This Chapter introduced the supporting toolset of the Integrated Domain 
Modeling (IDM) approach, discussing the architecture, used technologies, 
implementation, model transformation, and application. The IDM toolset allows 
defining the business processes with Use Cases, validating them against the 
corresponding Ontology and then generating the domain model automatically in the 
form of Topological Functioning Model (TFM). This toolset enables the system analyst 
to acquire a formal domain model. This way it is possible to validate the business 
processes at the beginning of the software development, by ensuring that they 
correspond to the Ontology, by defining the scope based on inputs and outputs, and by 
also checking the functioning cycles of the processes.  
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4.   APPROBATION OF THE INTEGRATED DOMAIN MODELING 
APPROACH 

This Chapter provides a case study of applying the IDM approach and toolset to 
a Subscription Commerce Business case. The case study is based on a project done by 
Pearl Consulting AS, Norway (Ltd “Pearl Baltic Labs” in Riga, Latvia) [71] for a 
customer who is in subscription commerce business, which operates in Norway, 
Sweden, Denmark, Finland and the United Kingdom. The name of the particular Pearl 
Consulting AS customer will not be mentioned, but referred to as an SCB – Subscription 
Commerce Business. The integrated solution for SCB consists of the following main 
components: ERP, CRM, BI and e-commerce. It is based on the following SAP [77] 
products: SAP ECC, SAP CRM, SAP BW, SAP PI and Hybris. For the IDM approach 
first the corresponding ontology was build, then the use cases were identified and 
created, then use cases were validated against the ontology, and finally an initial TFM 
was generated, which then was analyzed and improved. 

4.1.   Business Domain 

SCB offers their customers to subscribe to different kinds of products to be 
mailed to the address they want on a periodic basis. A central part of the SCB business 
process is product management, which consists of managing articles, bundles, products 
and adding subscription rules to the bundles. To clarify the product structure, the author 
gives an example. There is a product a customer can subscribe to named “Wilkinson 
Hydro 5”. It consists of several bundles – sample bundle, subscription bundle and 
periodic bundle. The sample bundle consists of 2 articles – Wilkinson Hydro 5 razor and 
Wilkinson Foam. For example, the sample bundle will be shipped to the customer at 
subscription or re-subscription (this is the subscription rule of the sample bundle). The 
subscription bundle with Wilkinson Razors will be shipped every 3 months. The 
subscription happens on SCB e-commerce website. 

4.2.   Developing the Use Cases 

The following 9 use cases were identified for SCB’s TO-BE process: 1) Article 
management; 2) Bundle management; 3) Product management; 4) Customer 
subscription; 5) Bundle delivery; 6) Batch purchase; 7) Web content management; 8) 
Campaign management; and 9) Customer segmentation. In Fig. 4.1, a screenshot of the 
IDM Use Case tool is shown with the Article Management use case “UC-1” expanded. 
The actors involved in this use case are Product Manager and Hybris. There is the main 
scenario and 2 sub-variations (alternative scenarios of type sub-variation) – “A-1.1-
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Edit” and “A-1.2-ArticleVariant”. The main scenario walks through the process of 
Product Manager logging into the Hybris Product Cockpit and creating a new article 
with the necessary attributes. The first sub-variation is for the scenario of editing or 
modifying an existing article. The second sub-variation is for the scenario of creating 
article variants with a base article. Alternative scenarios specify the alternative flow of 
events. For example, sub-variation “A-1.1-Edit” references step “S-1.0.7”, which states 
“Product Manager chooses to create a new article”. Since the alternative scenario is of 
type sub-variation (not the other possible type, i.e., extension), the new flow of events 
will come in parallel to the referenced step (this will be clearly demonstrated in Fig. 
4.2). The alternative scenario ends with step “S-1.1.3”, which states “Hybris shows the 
Product Cockpit”.  

 

 
Fig. 4.1. Article Management use case defined with the IDM toolset. 
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4.3.   Acquir ing the TFM 

Once the use cases are developed and have been validated against the Ontology, 
it is possible to do a model-to-model transformation using the IDM toolset’s Use Cases 
to TFM Transformation tool. This automatically generates a TFM that corresponds to 
the defined Use Cases. Figure 4.2 shows the TFM for the SCB Article Management 
process, which corresponds to the Article Management use case. After acquiring the 
TFM, the system analyst in addition to the generated topological relationships needs to 
link the processes together (which are based on the independent use cases) creating 
functioning cycles.  

 

 
Fig. 4.2. Article Management in the form of TFM. 

 
System analyst also needs to identify the main functioning cycle. In the case of 

SCB, the main functioning cycle goes through several processes – Batch Purchase, 
Customer Subscription and Bundle Delivery. These 3 processes define SCB daily 
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operation and enable the business. To link the 3 processes, the system analyst needs to 
create 3 topological relationships connecting the corresponding functional features. In 
addition to the main functioning cycle, there is also the cycle for creating and publishing 
the products in the first place, which covers the following processes – Article 
Management (shown in Fig. 4.2), Bundle Management and Product Management. To 
link this cycle with the main functioning cycle, the system analyst needs to create 2 
additional topological relationships connecting Batch Purchase with Article 
Management and Product Management with Customer Subscription (the corresponding 
functional features). Thus, just by adding 5 additional topological relationships the TFM 
is complete. 

4.4.   Summary 

The initial TFM for the business domain was acquired automatically using the 
IDM toolset based on the use cases and then manually corrected also using the IDM 
toolset. The main business processes that were analyzed were Article Management, 
Bundle Management, Product Management, Customer Subscription, Bundle Delivery 
and Batch Purchase. The ontology, use cases and the TFM were part of the project 
blueprint documentation delivered to SCB. Overall, the IDM approach and toolset 
provided the necessary means for business domain analysis and modeling.  

The author has compared IDM to TFM4MDA, which is the closest approach for 
domain modeling, since it also produces a TFM. The initial starting point of both 
approaches can be considered similar, but the first artifact to be produced is completely 
different. For IDM it is the Ontology and Use Cases, but for TFM4MDA it is the 
informal description. From the effort point of view, TFM4MDA requires less effort; 
however, the IDM provides a better quality because of a better structure. The real 
strength of IDM shows at the next stage – acquiring the TFM. This introduces a 
significant level of automation for developing the domain model and saves effort, at the 
same time improving the quality. 

CONCLUSIONS 

 The goal of this Doctoral Thesis has been to improve the process of domain 
analysis by providing an approach and a supporting toolset for acquiring a formal 
domain model that is transformable and can be used as a CIM within the MDA. The 
main result of the present research is the development of the Integrated Domain 
Modeling (IDM) approach and toolset, which allows defining the business processes 
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using Use Cases, validating them against corresponding Ontology and then generating 
a formal domain model automatically in the form of a Topological Functioning Model 
(TFM) with model transformation. All of the objectives defined for achieving the goal 
have been successfully accomplished and the following results and conclusions have 
been obtained: 
1.   Results of analyzing the existing domain modeling approaches are as follows: 

a.   Since domain model is intended to be used by the business people, it should 
be simple to understand without special training; however, this is not the case 
with existing approaches, which tend to be quite complex; 

b.   Some of the approaches are strong with declarative knowledge and others are 
strong with procedural knowledge; however, there is no approach to exploit 
both aspects of the domain to a full extent; 

c.   Use Case is a simple approach for describing procedural knowledge and it is 
easy to understand by business people, however, being expressed in a natural 
language it can be inconsistent, ambiguous, hard to manage and hard to 
transform; 

d.   Some novel approaches make use of Natural Language Processing (NLP) to 
deal with natural language texts for the domain analysis; however, they rely 
on an informal description in the beginning, which can be too unstructured 
and hard to manage to give enough input for the domain model; 

e.   Tool support is very important for a domain modeling approach for the 
resulting domain model to be further used for software development; 

f.   The domain modeling approaches have a low level of formality providing 
only a meta-model, in contrast the TFM and Ontology provide a 
mathematically formal model and formal model validation, thus having a high 
score as formal approaches; 

2.   Results of analyzing strengths, weaknesses and points for improvement of the TFM 
approach are as follows: 

a.   The main strength of the TFM is its mathematical basis since it provides a 
formal way to capture the procedural aspects for the domain model; 

b.   Another strength of the TFM is its inputs and outputs, which play an 
important role for identifying the scope of the domain model and enable the 
distinction between a system and its environment; 

c.   The third strength of the TFM is the cycle structure and the main functioning 
cycle, which provides the opportunity to validate the domain model; 
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d.   The forth strength of the TFM is the model-to-model transformations defined 
as part of TFM4MDA and improved with TopUML;  

e.   One of the weaknesses of the TFM is that it describes the procedural 
knowledge for a domain and lacks the declarative knowledge; 

f.   The other weakness of the TFM and TFM4MDA in particular is that it 
depends on an informal description at its beginning, which is hard to manage 
and analyze; 

g.   The third weakness is that there is no tool support for TFM, TFM4MDA or 
TopUML, and as of now the only way to acquire the TFM is by a heavy 
manual process; 

h.   Some suggested improvements for the TFM approaches include substitution 
of informal description with more formal domain knowledge, integration with 
declarative knowledge, model transformation within a CIM and proper tool 
support. 

3.   The Integrated Domain Modeling (IDM) approach has been developed by the author 
for acquiring a formal domain model in the form of TFM based on formal knowledge 
about the domain using Use Cases and Ontology as input. The IDM addresses the 
issues described above in the analysis; 

4.   A toolset to support the IDM approach has been developed by the author based on 
MDA standards and Eclipse EMF, GMF, M2M, which consists of Use Case Editor, 
TFM Editor, and Use Cases to TFM Transformation tools. By exploiting the domain 
model acquired by the IDM toolset, the system analyst together with the business 
can validate the business processes before the actual software developments start. 
Thus, it is possible to make sure that the business processes correspond to the domain 
and also to the ontology. This way debugging can be done in the domain model even 
before any line of code is written; 

5.   The case study for an e-commerce software development project demonstrated how 
the IDM approach and toolset can be successfully used to gather and record the 
domain knowledge and acquire a domain model in the form of TFM via a model-to-
model transformation, thus also acquiring a graphical representation of the business 
process automatically. Conclusions from conducting the case study are as follows: 

a.   The IDM toolset requires minimal training (up to 1 day) to start using it, 
because the only mandatory pre-knowledge is Use Cases; 

b.   IDM use cases are a very convenient way to document the business process 
during the blueprinting phase, because both the technical people and the 
business people understand it without special training; 
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c.   High-level Ontology does help the domain analysis process, but going into 
details (e.g., object property definition) takes a lot of effort and is not 
mandatory (class hierarchy may well be enough as in case of the Subscription 
Commerce Business); 

d.   Acquiring a graphical representation of the business process is quick and easy 
if the use cases are defined (TFM is acquired automatically via model 
transformation, which corresponds to MDA standards); 

e.   Splitting the processes by use case and introducing Actor pools can improve 
graphical representation of the TFM. 

 
Future research directions are as follows: 

v   In the current state, the Use Case Editor of IDM toolset is able to support 
the use case development process, but it lacks the functionality to upload 
an ontology and do automatic use case validation against the ontology. 
This can be done by using Stanford Statistical Parser for the use case 
analysis, OWL API for importing Ontology, and Eclipse EMF Validation 
Framework for validating the Use Case model. 

v   Integration of the IDM toolset with UML tools by implementing the model 
transformations from the TFM to UML described in TopUML research. 
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